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#### Abstract

An exchange based technique for generating permutation is presented in this paper. This strategy involved exchanging two consecutive elements, to generate the starter sets. For list all permutations, the exchange and reversing operations will be employed on these starter sets. The numerical result shows that new method is better than other existing methods.


Keywords: starter sets, permutation, exchanging two elements, exchange and reversing operations

## 1. Introduction

An arrangement of finite distinct element in particular order is called a permutation. There are various method have been published such as interchange (Heap, 1963; Fike, 1975), lexicographic order (Ord-Smith, 1970), transposition (Lispki \& Warsaw, 1979), ranking and unranking (Zaks, 1984), random permutation (Gries \& Xue, 1988), nested cycling (Iyer, 1995), shift cursor, and level (Gao \& Wang, 2003), partial reversion (Shin, 2002; Thongchiew, 2007), Viktorov (2007), and Ibrahim et al. (2010).
Generating starter sets and exploited them for listing all permutation proposed by Ibrahim et al. (2010) in which they introduced a new permutation technique based on distinct starter sets by employing circular and reversing circular operation. The crucial task of Ibrahim et al. (2010) method was generating the distinct starter sets and eliminating the equivalence starter sets. Karim et al. (2011a, 2011b) proposed new operation strategies for generating distinct starter sets without generating the equivalence starter sets based on circular operation. Because the strategy of generating starter sets that is not unique, a new operation strategy namely exchange two (Karim et al., 2011b) proposed. At the end, all $n$ ! distinct permutations is listed also under circular and reversing circular operation. In this paper, we generate the starter sets under exchange operation and for listing down all permutation, we employ exchange and reversing exchange operation.

## 2. Some Definitions

The following definitions will be used throughout this study.
Definition 2.1 Starter set, $S$ is a basis to enumerate other permutations.
Definition 2.2 An equivalence starter set is a set that can produce the same permutation from other starter set.
Definition 2.3 A Latin square of order $n$ is an $n \times n$ array in which $n$ distinct symbols are arranged where each element occurs once in each row and column.

Definition 2.4 The circular permutation of order $n(C P)$ is a Latin square of order $n$ which is obtained by employing the circular permutation operation over all elements.
Definition 2.5 The reverse of circular permutation (RoCP) is also a Latin square of order $n$ which is obtained by reversing arrangement element in each row of circular permutation.
Definition 2.6 The exchange operation is a permutation that interchanges two integers $k$ and $l, k \neq l$, but leaves all other integers fixed.
Definition 2.7 The reverse set is a set that is produced by reversing the order of permutation set.
Definition 2.8 The exchange permutation of order $n(E P)$ is an $n \times n$ array in which element in first position only are exchange to the right.

Definition 2.9 The reverse of exchange permutation (RoEP) is an $n \times n$ array which is obtained by reversing arrangement element in each row of exchange permutation.

## 3. Algorithm Development for Permutation

The development of new algorithm is divided into two stages. The first stage is starter sets generation while the second stage is permutation generation by exploiting the results in the first stage. The methods to generate $(n-1)!/ 2$ starter sets are based on exchange operations. For listing all $n!$ distinct permutations, the EP and RoEP operations will be employed. Thus it would be worthwhile to see the advantages of this operation in term of time computation.

### 3.1 Starter Sets Generation Under Exchange Based

Let $S$ be the set of $n$ elements such that $S=[1,2, \ldots, n]$. Cases $n=2$ and 3 are trivial. In this section, we illustrate how the algorithm works for cases $n=4$ and $n=5$ where it was generated recursively. The step by step of starter sets derivation is demonstrated for $n=4$ and $n=5$ as follows.
Step 1: Let $[1,2,3,4]$ be an initial permutation and without loss of generality, the first element is fixed.
Step 2: Select element in the ( $n-2$ )th position i.e. element ' 2 '. This element is exchange until it occupies the $n$th position. The three distinct starter sets are produces as follows:

| 1234 |
| :--- |
| 1324 |
| 1342 |

Figure 1. List of Starter Sets for $n=4$
Next, we shall illustrate the second strategy for $n=5$.
Step 1: Set [1,2,3,4,5] be an initial permutation and without loss of generality, the first element is fixed.
Step 2: Select the element in the (n-2)th position i.e. element ' 3 '. This element is exchange until it occupies the $n$th position. The three distinct starter sets are produces as follows:

$$
\begin{aligned}
& 12345 \\
& 12435 \\
& 12453
\end{aligned}
$$

Figure 2. Starter sets from the exchange of the ( $n-2$ )th element

Step 3: Select the element in the ( $n-3$ )th position i.e. ' 2 ' in each starter sets from Step 2. This element is exchange until it occupies the $n t h$ position. The other 12 distinct starter sets are produces as follows:

| 12345 |
| :--- |
| 13245 |
| 13425 |
| 13452 |
| 12435 |
| 14235 |
| 14325 |
| 14352 |
| 12453 |
| 14253 |
| 14523 |
| 14532 |

Figure 3. All starter set for $n=5$

### 3.2 Permutation Generation Under Exchange and Reversing Operation

In this section, we demonstrate how $n$ ! distinct permutations are listed by performing of EP (column A) and RoEP (column B) to each starter sets (see Figures 4 and 5 ).
Case $n=4$.

| $\mathbf{1}$ | $\mathbf{2}$ | $\mathbf{3}$ | $\mathbf{4}$ |
| :--- | :--- | :--- | :--- |
| 2 | 1 | 3 | 4 |
| 2 | 3 | 1 | 4 |
| 2 | 3 | 4 | 1 |
| $\mathbf{1}$ | $\mathbf{3}$ | $\mathbf{2}$ | $\mathbf{4}$ |
| 3 | 1 | 2 | 4 |
| 3 | 2 | 1 | 4 |
| 3 | 2 | 4 | 1 |
| $\mathbf{1}$ | $\mathbf{3}$ | $\mathbf{4}$ | $\mathbf{2}$ |
| 3 | 1 | 4 | 2 |
| 3 | 4 | 1 | 2 |
| 3 | 4 | 2 | 1 |
| 4 | 1 | 3 | 2 |
| 1 | 4 | 3 | 2 |
| 4 | 2 | 3 | 1 |
| 4 | 2 | 1 | 3 |
| 4 | 1 | 2 | 3 |
| 1 | 4 | 2 | 3 |
| 2 | 4 | 3 | 1 |
| 2 | 4 | 1 | 3 |
| 2 | 1 | 4 | 3 |
| 1 | 2 | 4 | 3 |

Figure 4. List of 4! permutations

Case $\mathrm{n}=5$

| $\mathbf{1}$ | $\mathbf{2}$ | $\mathbf{4}$ | $\mathbf{5}$ | $\mathbf{3}$ |
| :--- | :--- | :--- | :--- | :--- |
| 2 | 1 | 4 | 5 | 3 |
| 2 | 4 | 1 | 5 | 3 |
| 2 | 4 | 5 | 1 | 3 |
| 2 | 4 | 5 | 3 | 1 |
| $\mathbf{1}$ | $\mathbf{4}$ | $\mathbf{2}$ | $\mathbf{5}$ | $\mathbf{3}$ |
| 4 | 1 | 2 | 5 | 3 |
| 4 | 2 | 1 | 5 | 3 |
| 4 | 2 | 5 | 1 | 3 |
| 4 | 2 | 5 | 3 | 1 |
| $\mathbf{1}$ | $\mathbf{4}$ | $\mathbf{5}$ | $\mathbf{2}$ | $\mathbf{3}$ |
| 4 | 1 | 5 | 2 | 3 |
| 4 | 5 | 1 | 2 | 3 |
| 4 | 5 | 2 | 1 | 3 |
| 4 | 5 | 2 | 3 | 1 |
| $\mathbf{1}$ | $\mathbf{4}$ | $\mathbf{5}$ | $\mathbf{3}$ | $\mathbf{2}$ |
| 4 | 1 | 5 | 3 | 2 |
| 4 | 5 | 1 | 3 | 2 |
| 4 | 5 | 3 | 1 | 2 |
| 4 | 5 | 3 | 2 | 1 |
| $\mathbf{1}$ | $\mathbf{2}$ | $\mathbf{3}$ | $\mathbf{4}$ | $\mathbf{5}$ |
| 2 | 1 | 3 | 4 | 5 |


| 3 | 5 | 4 | 2 | 1 |
| :--- | :--- | :--- | :--- | :--- |
| 3 | 5 | 4 | 1 | 2 |
| 3 | 5 | 1 | 4 | 2 |
| 3 | 1 | 5 | 4 | 2 |
| 1 | 3 | 5 | 4 | 2 |
| 3 | 5 | 2 | 4 | 1 |
| 3 | 5 | 2 | 1 | 4 |
| 3 | 5 | 1 | 2 | 4 |
| 3 | 1 | 5 | 2 | 4 |
| 1 | 3 | 5 | 2 | 4 |
| 3 | 2 | 5 | 4 | 1 |
| 3 | 2 | 5 | 1 | 4 |
| 3 | 2 | 1 | 5 | 4 |
| 3 | 1 | 2 | 5 | 4 |
| 1 | 3 | 2 | 5 | 4 |
| 2 | 3 | 5 | 4 | 1 |
| 2 | 3 | 5 | 1 | 4 |
| 2 | 3 | 1 | 5 | 4 |
| 2 | 1 | 3 | 5 | 4 |
| 1 | 2 | 3 | 5 | 4 |
| 5 | 4 | 3 | 2 | 1 |
| 5 | 4 | 3 | 1 | 2 |


| 2 | 3 | 1 | 4 | 5 |
| :---: | :---: | :---: | :---: | :---: |
| 2 | 3 | 4 | 1 | 5 |
| 2 | 3 | 4 | 5 | 1 |
| $\mathbf{1}$ | $\mathbf{3}$ | $\mathbf{2}$ | $\mathbf{4}$ | $\mathbf{5}$ |
| 3 | 1 | 2 | 4 | 5 |
| 3 | 2 | 1 | 4 | 5 |
| 3 | 2 | 4 | 1 | 5 |
| 3 | 2 | 4 | 5 | 1 |$|\quad|$| 5 | 4 | 1 | 3 | 2 |
| :---: | :---: | :---: | :---: | :---: |
| 5 | 1 | 4 | 3 | 2 |
| 1 | 5 | 4 | 3 | 2 |
| 5 | 4 | 2 | 3 | 1 |
| 5 | 4 | 2 | 1 | 3 |
| 5 | 4 | 1 | 2 | 3 |
| 5 | 1 | 4 | 2 | 3 |
| 1 | 5 | 4 | 2 | 3 |
| column B |  |  |  |  |

column A
column B

Figure 5. List of 5! permutations

As can be observed from Figures 4 and 5, there no redundancy permutation occurs when the starter sets are exploited for generating all permutations by employing EP and RoEP operations.
Remark 3.1 The bold permutation in Column $\boldsymbol{A}$ represents the starter sets.

### 3.3 Exchange Algorithm

Let define the algorithm for exchange operation strategy as a PGuES which is a recursion algorithm with only one recursive call. The integer $n$ be an initial inputs, and temp $=n-1$ is an initial rank of the algorithm PGuES. At each stage of recursion, a rank for procedure PGuES is reduced from $n-1$ to 2 where each recursion call updates the entries in the storage. The general algorithm for permutation generation by employing EP and RoEP operation on starter sets which was generated from the exchange operation is as follows:

## Algorithm 1 PGuES

```
PGuES(temp)
if temp = 2 then
for i=1 to n do
    performing EP and RoEP operations for all element
    end for
return
end if
temp = temp + 1
for i = temp to n do
performing exchanges operation to the element at temp-th position call PGuES(temp)
end for
```

The comparison among our methods for permutation generation is presented in the following section.

### 3.4 Differences Among Our Methods

The two algorithms were published namely PERMUT1 and PERMUT2. The PERMUT1 and PERMUT2 are an algorithm where starter sets was generated by circular operation and exchange operation respectively. Then for listing all permutation, both algorithms employed CP and RoCP operations on their starter sets. Given the example for $n=4$.

Table 1. Starter sets generation for $n=4$

| Algorithm | Strategy | Starter Sets |
| :---: | :---: | :---: |
| PERMUT1 | Circular | $[1,2,3,4],[1,3,4,2],[1,4,2,3]$ |
| PERMUT2 | Exchange | $[1,2,3,4],[1,3,2,4],[1,3,4,2]$ |
| PGuES | Exchange | $[1,2,3,4],[1,3,2,4],[1,3,4,2]$ |

Next is example of listing 4! permutation for PERMUT1 and PERMUT2 algorithms.

| $\mathbf{1}$ | $\mathbf{2}$ | $\mathbf{3}$ | $\mathbf{4}$ |
| :--- | :--- | :--- | :--- |
| 2 | 3 | 4 | 1 |
| 3 | 4 | 1 | 2 |
| 4 | 1 | 2 | 3 |
| $\mathbf{1}$ | $\mathbf{3}$ | $\mathbf{4}$ | $\mathbf{2}$ |
| 3 | 4 | 2 | 1 |
| 4 | 2 | 1 | 3 |
| 2 | 1 | 3 | 4 |
| $\mathbf{1}$ | $\mathbf{4}$ | $\mathbf{2}$ | $\mathbf{3}$ |
| 4 | 2 | 3 | 1 |
| 2 | 3 | 1 | 4 |
| 3 | 1 | 4 | 2 |
| 2 | 1 | 4 | 3 |
| 3 | 2 | 1 | 4 |
| 2 | 4 | 3 | 1 |
| 1 | 2 | 4 | 3 |
| 3 | 1 | 2 | 4 |
| 4 | 3 | 1 | 2 |
| 3 | 2 | 4 | 1 |
| 1 | 3 | 2 | 4 |
| 4 | 1 | 3 | 2 |
| 2 | 4 | 1 | 3 |$\quad$| 4 | 3 | 2 | 1 |
| :--- | :--- | :--- | :--- |
| Column A |  |  |  |

Figure 6. List of 4! permutations for PERMUT1

| $\mathbf{1}$ | $\mathbf{2}$ | $\mathbf{3}$ | $\mathbf{4}$ |
| :--- | :--- | :--- | :--- |
| 2 | 3 | 4 | 1 |
| 3 | 4 | 1 | 2 |
| 4 | 1 | 2 | 3 |
| $\mathbf{1}$ | $\mathbf{3}$ | $\mathbf{2}$ | $\mathbf{4}$ |
| 3 | 2 | 4 | 1 |
| 2 | 4 | 1 | 3 |
| 4 | 1 | 3 | 2 |
| $\mathbf{1}$ | $\mathbf{3}$ | $\mathbf{4}$ | $\mathbf{2}$ |
| 3 | 4 | 2 | 1 |
| 4 | 2 | 1 | 3 |
| 2 | 1 | 3 | 4 |

Column A

| 4 | 3 | 2 | 1 |
| :--- | :--- | :--- | :--- |
| 1 | 4 | 3 | 2 |
| 2 | 1 | 4 | 3 |
| 3 | 2 | 1 | 4 |
| 4 | 2 | 3 | 1 |
| 1 | 4 | 2 | 3 |
| 3 | 1 | 4 | 2 |
| 2 | 3 | 1 | 4 |
| 2 | 4 | 3 | 1 |
| 1 | 2 | 4 | 3 |
| 3 | 1 | 2 | 4 |
| 4 | 3 | 1 | 2 |

Column B

Figure 7. List of 4! permutations for PERMUT2

From Table 1, the starter sets for PERMUT2 and PGuESS are similar. However as can be observed from Figures 4 and 7, for listing all permutation, PERMUT2 employed CP and RoCP meanwhile PGuES employed EP and RoEP.

## 4. Numerical Results

For permutation generation algorithm performance, firstly our algorithm is compared to our previous PERMUT1 and PERMUT2 algorithms. Then it will be compared to other permutation generation program namely Langdon
(1967), and Thongchiew (2007). All sequential algorithms are implemented in C language and tested on the HP Computer with Intel Xeon E5504 2.0 GHz processor and 4.00 GB Random Access Memory (RAM). The result is an execution time without printing statements.

Table 2. The computation time between new algorithm based on starter sets (in seconds)

| $n$ | PGuES | PERMUT1 | PERMUT2 |
| :---: | :---: | :---: | :---: |
| 6 | 0.000007 | 0.000015 | 0.000014 |
| 7 | 0.000040 | 0.000133 | 0.000104 |
| 8 | 0.000299 | 0.000933 | 0.000892 |
| 9 | 0.002555 | 0.009631 | 0.008799 |
| 10 | 0.033888 | 0.128964 | 0.126090 |
| 11 | 0.279070 | 1.048040 | 0.912727 |
| 12 | 3.211444 | 12.599008 | 11.716310 |
| 13 | 40.501254 | 172.164892 | 163.756450 |
| 14 | 560.528134 | 2555.933766 | 2448.900501 |

Table 2 indicates that our new algorithm, PGuES is better than our previous PERMUT1 and PERMUT2. The following table shows the results of run times among new algorithm for permutation generation.

Table 3. The computation time between new algorithm, Langdon (1967) and Thongchiew (2007) (in seconds)

| $n$ | PGuES | Langdon | Thongchiew |
| :---: | :---: | :---: | :---: |
| 6 | 0.000007 | 0.000031 | 0.000141 |
| 7 | 0.000040 | 0.000230 | 0.000968 |
| 8 | 0.000299 | 0.001969 | 0.007806 |
| 9 | 0.002555 | 0.019642 | 0.070213 |
| 10 | 0.033888 | 0.201305 | 0.698074 |
| 11 | 0.279070 | 2.040842 | 7.681903 |
| 12 | 3.211444 | 26.715958 | 92.246500 |
| 13 | 40.501254 | 367.243559 | 1199.657668 |
| 14 | 560.528134 | 2555.933766 | 1953251.000000 |

From Table 3, we observe that PGuES is faster than Langdon (1967) and Thongchiew (2007). From Figures 4, 5, 6 and 7 , an advantage of our method is we able to list $n!/ 2$ permutations (Column B) by reversing of the first $n!/ 2$ permutations (Column A).

## 5. Conclusion

The central idea of our work for listing permutation is a starter sets generation. The a new strategy to generate the starter sets is presented under exchange operation. Then exchange strategy is exploited to generate all $n$ ! permutations using EP and RoEP operations.
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